Modeling Tax Fraud Security and Control in Edo State: The UML Approach
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Abstract—The unstructured method of apportioning tax levies to tax payers of various businesses in Edo state has led to over-estimating or under-estimating the tax amount charged; thereby causing the rampant fraudulent activity of cash suppression and diversion in the tax collection system. This scenario motivated the research interest in order to control and secure fraud in Edo state tax collection system. The UML interaction approach was used to critically model the security and control, alongside software agent designed to secure and control tax fraud.
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I. INTRODUCTION

Fraudulent act is now one of the ways of life; fraud can never stop unless man ceases to exist, but can be detected and reduced to some extent [1]. The world is overwhelmed with millions of inexpensive gigabyte disks containing terabytes of data [2]. From research findings, It is estimated that these data stored in all corporate and government databases all over the world doubles every fifteen to twenty months.

However, this has resulted in a data rich but information poor situation where there is a widening gap between the explosive growth of data and its types, and the ability to analyze and interpret it. Hence there is a need for a new generation of automated and intelligent tools and techniques [3], known as investigative data mining, to look for patterns in data. Data mining is the means used in extracting hidden knowledge from a data set; this would be knowledge that is not readily obtained by traditional means such as queries or statistical analysis [4]. Hidden knowledge of data can be used for classification and estimation of new instances and for prediction of future events [4]. An introduction and critical analysis to UML diagrams and notations is presented in this section. Merits and de-merits of UML are listed. The reasoning of linking and formalizing UML is provided. UML has various benefits for modeling of complex systems. For example, UML is a semi-formal language in which each element of the language is strongly defined [5]. That is you are confident when modeling a particular facet of a system in a sense that it will not mislead to an incorrect design. UML is a concise and easy to understand language [6]. The entire language is made up of simple and straightforward concepts and notations. It is comprehensive language and describes all important aspect of a system. Although UML is not a formal language but it has enough expressive power to handle massive and complex systems [7]. It is the result of best practices in modeling of complex systems using object-oriented concepts and has proved to be a successful modeling practice. UML has become a de facto Standard for modeling of systems using object oriented technology [8]. Further discussion about UML analysis can be found in [9]. Despite the above benefits, for example, UML lacks formal semantics. Meanings are hidden under diagrams which create ambiguities at the implementations level. That is why integration of UML with other appropriate approaches is required for the complete and consistent modeling.

II. LITERATURE REVIEW

However, this paper describes the software tools but not the actual documentation security processes, control and organization. System documentation can be structured using a modeling language [10]. A modeling language can be any artificial language which
could be used in expressing knowledge in a structure that is defined by a consistent set of rules. The rules are used to interpret the meaning of the different components in the structure [11].

UML (Unified Modeling Language) [12] is one of the most widely used languages for defining and specifying document systems [13]. To model systems with certain specific needs, UML can be extended in two different ways such as:

- The UML extension by means of a profile providing the stereotypes, tagged values and constraints required to specify the peculiarities of the modeled system.
- Extension of the Meta Object Facility (MOF) [14], by way of modeling languages from which UML is defined. UML extensions have also been defined for:
  - Documenting web site development [15]
  - Building web-based remote monitoring and fault diagnosis systems [16]

Although there exists a lot of work [17] on integration of approaches but there does not exists much work on linking UML diagrams with formal approaches. This is because the hidden semantics under the UML diagrams cannot be transformed easily into formal notations. It is mentioned that only closely related work is discussed in this section. For example, [18] has developed Alloy Constraint Analyzer tool supporting the description of a system whose state space involves relational structures which are complex in nature. By the tool it is possible to analyze and develop a model by investigating the consequences of given constraints by an incremental approach. A case study is discussed by a formal verification method for Cooperative composition Modeling Language (CCML) in [19]. Information is captured using sequence and use case diagrams as a functional model by taking a case study. A method for translating and verifying UML sequence diagrams to Petri nets for deadlock, safety and liveness properties by model checking is discussed in [20]. It is investigated that reliability issues using fuzzy logic and Petri nets in [21]. Formalization of the UML is proposed by focusing on basic constructs of class structures by taking simple case studies in [22]. A comparison of UML, state-charts, Z notation, Petri nets and fuzzy logic is presented by taking a simple case study on commerce system as discussed in [23]. Some other relevant work is also seen in [24].

III. METHODOLOGY

The Unified Modeling Language (UML) is a graphical language for visualizing, specifying, constructing, and documenting the artifacts of a software-intensive system. The UML offers a standard way to write a system's blueprints, including conceptual things such as business processes and system functions as well as concrete things such as programming language statements, database schemas, and reusable software components.

In this paper, we made use of two types of UML diagrams to represent the application graphically:

1. Use Case Diagram
2. Sequence Diagram

**Use Case Diagram**

The use case diagram describes what a system does from the standpoint of an external observer. The emphasis is on what a system does rather than how is does it. Use case diagrams are closely connected to scenarios.

The following practical scenarios clearly demonstrate what happens when a user interacts with the system features.

![Fig. 1: Modeling DAS interaction with system features](image)
Fig. 1 shows the interaction between the Director of Administration and Supply (DAS) with the system features; the DAS can create other staff users like the DFA, DPRS, PERM SEC and bank users, enable/disable tax payers and change its default password.

Fig. 2: Modeling DPRS interaction with system features

Fig. 2 depicts the modeling of the Director of Planning, Research and Statistics (DPRS) and as object and how the object interacts with the system features. The DPRS can view list of tax payers, uploads and mines raw data for the DFA, who performs the profitability analysis. The DPRS can also perform the operation of classifying tax payers into well-structured tiers, view un-mined data and change its default password.

Fig. 3: Modeling DFA interaction with system features

Fig. 3 shows the modeling of the Director of Finance and Accounts (DFA) interaction with system features. The DFAs responsibility is to check bank balance, view daily transactions, view un-paid tax amount, view monthly report, compute the profitability analysis and change default password.

Fig. 4: Modeling the Permanent secretary’s interaction with system features

Fig. 4 shows how the permanent secretary views and interacts with the system features as and when required.

Fig. 5: Modeling the Tax payers’ interaction with system features

Fig. 5 however, demonstrates the various activities of the tax payers such as generating payment code, make web pay, print certificate and also view payment history.
Fig. 6: Modeling the bank staff user’s interaction with system features

Fig. 6 nevertheless, demonstrates the function of the Bank staff user with the system features.

Sequence Diagram

A sequence diagram is an interaction diagram that details how operations are carried out, what messages are sent and when it is sent. Sequence diagrams are organized according to time. The time progresses as you go down the page. The objects involved in the operation are listed from left to right according to when they take part in the message sequence.

Fig. 7: Modeling the process for making tax payment

Fig. 7 shows the sequence of interactions between the tax payer with the BIR and Bank modules in order to make tax payment. The tax payer module sends generate payment code message to BIR Module. The BIR Module’s Agent called the “BIRGENT” then sends the generated reference code to the tax payer through the tax payer module. The tax payer then, proceeds to Bank module for payment. The Bank Module checks if the reference code presented by the tax payer is genuine and correct, if genuine/correct, the bank module will send ‘make payment()’ message and a receipt is printed for the tax payer.

Each vertical dotted line is a lifeline, representing the time that an object exists. Each arrow is a message call. An arrow goes from the sender to the top of the activation bar of the message on the receiver’s lifeline. The activation bar represents the duration of execution of the message.

In Fig. 7 the Bank Module issues a self-call to determine if the reference code is genuine/correct/exist. If so, then the Bank Module receives the money and a receipt is printed for the tax payer.

Fig. 8: Modeling the Tax Fraud Security System

Fig. 8 demonstrates clearly the security aspect using the sequence diagram. The tax payer makes payment request via the Board of internal revenue. The BIR, in turn generates unique reference code, which must be confirmed unique by the agent before payment can be made by the tax payer. The bank module verifies the reference code before the tax pay can eventually login for his/her payment receipt, which is generated by the BIR.

Fig. 9: Modeling the Tax Fraud Control System

Fig. 9 demonstrates how Admin staffs are created by the BIR, who in turns create the DAS i.e. Director of Admin and supply. The DAS then create other staff with privileges. The DPRS performs the mining. Thereafter, the DFA performs the profitability analyses and sent to
the DPRS again for extraction. Payment request is now made to the bank, who in turn verifies the payment code for correction. At this point the permanent secretary is able to view the account details and later report to the state governor.

IV. DISCUSSION
The application of UML is a practical demonstration what happens when a user interacts with the system features. The system clearly shows the interaction between

i. The Director Admin and Supply (DAS), who is responsible for creating other Staff.

ii. The Director of Personnel Research and Statistics (DPRS) updates and mines raw data which is therefore sent to the Director of Finance and Accounting, (DFA) who does the profitability Analysis of the tax payer.

iii. The DPRS performs the classification and extraction.

Lastly, the Permanent Secretary is able to view from his desk all of these activations already demonstrated, including the results, who in turn is responsible to the State Government.

V. CONCLUSION
This paper addresses the rampant problem of cash suppression and diversion caused by the manual and semi-automated operations in the existing tax collection system of Edo State. The problems identified from the works of some research scholars in the field of data mining and artificial intelligence for security and fraud detection in different areas has motivated our interest in this area of research in order to ensure maximum control and security in the tax collection system.

The Unified Modeling Language (UML) is a powerful, object-oriented and visualized system analysis and modeling language. It uses a set of complex modeling techniques and is widely applied to various areas. The use of UML-based object-oriented visual modeling can provide the software developers a unified, flexible and understandable representation model, which can reduce uncertainty in the system design and it is more conducive to the expansion and test of the system. This paper uses the Unified Modeling Language to analyze and design the fraud security and control system. We can see that, as a modeling language in software engineering, UML represents the development direction of the object-oriented method in software development technology, which has a very important economic value and a very good application prospect.
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